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With the introduction of the Dynamic Proxy API in Java 1.3, a huge and often overlooked improvement has been made to the Java platform. The uses for dynamic proxies are sometimes hard concepts to grasp. In this article, I hope to introduce you first to the Proxy design pattern and then to the java.lang.reflect.Proxy class and the java.lang.reflect.InvocationHandler interface, which make up the heart of Dynamic Proxy's functionality.

The functionality discussed here combines the Java 1.3 dynamic proxies with abstract data types to bring strong typing to those types. I will also discuss the power of the dynamic proxy by introducing the concept of views in your Java programming. Lastly, I will introduce a powerful way to add access control to your Java objects with, of course, the use of the dynamic proxy.

**Definition of a proxy**

A proxy forces object method calls to occur indirectly through the proxy object, which acts as a surrogate or delegate for the underlying object being proxied. Proxy objects are usually declared so that the client objects have no indication that they have a proxy object instance.

Some common proxies are the access proxy, facades, remote proxies, and virtual proxies. An access proxy is used to enforce a security policy on access to a service or data-providing object. A facade is a single interface to multiple underlying objects. The remote proxy is used to mask or shield the client object from the fact that the underlying object is remote. A virtual proxy is used to perform lazy or just-in-time instantiation of the real object.

The proxy is a fundamental design pattern that is used quite often in programming. However, one of its drawbacks is the specificity or tight coupling of the proxy with its underlying object. Looking at the UML for the Proxy design pattern in Figure 1, you see that for the proxy to be useful and transparent, it usually needs to either implement an interface or inherit from a known superclass (with the exception of a facade, perhaps).
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Figure 1. UML Diagram of the Proxy Design Pattern

**Dynamic proxies**

In Java 1.3, Sun introduced the Dynamic Proxy API. For the dynamic proxy to work, you must first have a proxy interface. The proxy interface is the interface that is implemented by the proxy class. Second, you need an instance of the proxy class.

Interestingly, you can have a proxy class that implements multiple interfaces. However, there are a few restrictions on the interfaces you implement. It is important to keep those restrictions in mind when creating your dynamic proxy:

1. The proxy interface must be an interface. In other words, it cannot be a class (or an abstract class) or a primitive.
2. The array of interfaces passed to the proxy constructor must not contain duplicates of the same interface. Sun specifies that, and it makes sense that you wouldn't be trying to implement the same interface twice at the same time. For example, an array { IPerson.class, IPerson.class } would be illegal, but the code { IPerson.class, IEmployee.class } would not. The code calling the constructor should check for that case and filter out duplicates.
3. All the interfaces must be visible to the ClassLoader specified during the construction call. Again, that makes sense. The ClassLoader must be able to load the interfaces for the proxy.
4. All the nonpublic interfaces must be from the same package. You cannot have a private interface from package com.xyz and the proxy class in package com.abc. If you think about it, it is the same way when programming a regular Java class. You couldn't implement a nonpublic interface from another package with a regular class either.
5. The proxy interfaces cannot have a conflict of methods. You can't have two methods that take the same parameters but return different types. For example, the methods public void foo() and public String foo() cannot be defined in the same class because they have the same signature, but return different types (see [*The Java Language Specification*](https://www.javaworld.com/article/2076233/java-se/explore-the-dynamic-proxy-api.html#resources)). Again, that is the same for a regular class.
6. The resulting proxy class cannot exceed the limits of the VM, such as the limitation on the number of interfaces that can be implemented.

To create an actual dynamic proxy class, all you need to do is implement the java.lang.reflect.InvocationHandler interface:

public Class MyDynamicProxyClass implements

java.lang.reflect.InvocationHandler

{

Object obj;

public MyDynamicProxyClass(Object obj)

{ this.obj = obj; }

public Object invoke(Object proxy, Method m, Object[] args) throws

Throwable

{

try {

// do something

} catch (InvocationTargetException e) {

throw e.getTargetException();

} catch (Exception e) {

throw e;

}

// return something

}

}

That's all there is to it! Really! I'm not lying! Okay, well, you also have to have your actual proxy interface:

public interface MyProxyInterface

{

public Object MyMethod();

}

Then to actually use that dynamic proxy, the code looks like this:

MyProxyInterface foo = (MyProxyInterface)

java.lang.reflect.Proxy.newProxyInstance(obj.getClass().getClassLoader(),

Class[] { MyProxyInterface.class },

new MyDynamicProxyClass(obj));

Knowing that the above code is just horribly ugly, I'd like to hide it in some type of factory method. So instead of having that messy code in the client code, I'll add that method to my MyDynamicProxyClass:

static public Object newInstance(Object obj, Class[] interfaces)

{

return

java.lang.reflect.Proxy.newProxyInstance(obj.getClass().getClassLoader(),

interfaces,

new

MyDynamicProxyClass(obj));

}

That allows me to use the following client code instead:

MyProxyInterface foo = (MyProxyInterface)

MyDynamicProxyClass.newInstance(obj, new Class[]

{ MyProxyInterface.class });

That is much cleaner code. It might be a good idea in the future to have a factory class that completely hides the entire code from the client, so that the client code looks more like:

MyProxyInterface foo = Builder.newProxyInterface();

Overall, implementing a dynamic proxy is fairly simple. However, behind that simplicity is great power. That great power is derived from the fact that your dynamic proxy can implement any interface or interface group. I'll explore that concept in the next section.

## Abstract data

The best example of abstract data is in the Java collection classes such as

java.util.ArrayList

,

java.util.HashMap

, or

java.util.Vector

. Those collection classes are capable of holding any Java object. They are invaluable in their use in Java. The concept of abstract data types is a powerful one, and those classes bring the power of collections to any data type.

## Tying the two together

By combining the concept of dynamic proxies with abstract data types, you can gain all the benefits of abstract data types with strong typing. In addition, you can easily use the proxy class to implement access control, virtual proxies, or any other useful proxy type. By masking the actual creation and use of proxies from the client code, you can make changes to the underlying proxy code without affecting the client code.

## The concept of a view

When architecting a Java program, it is common to run into design problems in which a class must display multiple, different interfaces to client code. Take Figure 2 for example:
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public class Person {

private String name;

private String address;

private String phoneNumber;

public String getName() { return name; }

public String getAddress() { return address; }

public String getPhoneNumber() { return phoneNumber; }

public void setName(String name) { this.name = name; }

public void setAddress(String address) { this.address = address; }

public void setPhoneNumber(String phoneNumber) { this.phoneNumber =

phoneNumber; }

}

public class Employee extends Person {

private String SSN;

private String department;

private float salary;

public String getSSN() { return ssn; }

public String getDepartment() { return department; }

public float getSalary() { return salary; }

public void setSSN(String ssn) { this.ssn = ssn; }

public void setDepartment(String department) { this.department =

department; }

public void setSalary(float salary) { this.salary = salary; }

}

public class Manager extends Employee {

String title;

String[] departments;

public String getTitle() { return title; }

public String[] getDepartments() { return departments; }

public void setTitle(String title) { this.title = title; }

public void setDepartments(String[] departments) { this.departments =

departments; }

}

In that example, a Person class contains the properties Name, Address, and PhoneNumber. Then, there is the Employee class, which is a Person subclass and contains the additional properties SSN, Department, and Salary. From the Employee class, you have the subclass Manager, which adds the properties Title and one or more Departments for which Manager is responsible.

After you've designed that, you should take a step back and think about how the architecture is to be used. Promotion is one idea that you might want to implement in your design. How would you take a person object and make it an employee object, and how would you take an employee object and make it a manager object? What about the reverse? Also, it might not be necessary to expose a manager object as anything more than a person object to a particular client.

A real-life example might be a car. A car has your typical interface such as a pedal for accelerating, another pedal for braking, a wheel for turning left or right, and so forth. However, another interface is revealed when you think of a mechanic working on your car. He has a completely different interface to the car, such as tuning the engine or changing the oil. In that case, to expect the car's driver to know the car's mechanic interface would be inappropriate. Similarly, the mechanic wouldn't need to know the driver interface, although, I'd like him to know how to drive. That also means that any other car with the same driver interface is easily interchangeable, and the driver of the car doesn't have to change or learn anything new.

Of course in Java, the concept of an interface is used quite often. One might ask how dynamic proxies tie into that use of interfaces. Put simply, dynamic proxies allow you to treat any object as any interface. Sometimes mapping is involved, or the underlying object might not quite match the interface, but overall, that concept can be quite powerful.

Similar to the car example above, you could have a Bus interface that has a different, but similar BusDriver interface. Most people, who know how to drive a car, know mostly what is needed to drive a bus. Or you could have a similar BoatDriver interface but instead of pedals, you have the concept of a throttle and, instead of braking, you have reverse throttle.

In the case of a BusDriver interface, you could probably use a direct map of the Driver interface onto the underlying Bus object and still be able to drive the bus. The BoatDriver interface would most likely call for a mapping of the pedal and brake methods to the throttle method of the underlying Boat object.

By using an abstract data type to represent the underlying object, you can simply put a Person interface onto the data type, fill in person fields, and subsequently come in after that person is hired and use the Employee interface on the same underlying object. The class diagram now looks like Figure 3:

![a.gif](data:image/gif;base64,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)

public interface IPerson {

public String getName();

public String getAddress();

public String getPhoneNumber();

public void setName(String name);

public void setAddress(String address);

public void setPhoneNumber(String phoneNumber);

}

public interface IEmployee extends IPerson {

public String getSSN();

public String getDepartment();

public Float getSalary();

public void setSSN(String ssn);

public void setDepartment(String department);

public void setSalary(String salary);

}

public interface IManager extends IEmployee {

public String getTitle();

public String[] getDepartments();

public void setTitle(String title);

public void setDepartments(String[] departments);

}

public class ViewProxy implements InvocationHandler

{

private Map map;

public static Object newInstance(Map map, Class[] interfaces)

{

return Proxy.newProxyInstance(map.getClass().getClassLoader(),

interfaces,

new ViewProxy(map));

}

public ViewProxy(Map map)

{

this.map = map;

}

public Object invoke(Object proxy, Method m, Object[] args) throws

Throwable

{

Object result;

String methodName = m.getName();

if (methodName.startsWith("get"))

{

String name = methodName.substring(methodName.indexOf("get")+3);

return map.get(name);

}

else if (methodName.startsWith("set"))

{

String name = methodName.substring(methodName.indexOf("set")+3);

map.put(name, args[0]);

return null;

}

else if (methodName.startsWith("is"))

{

String name = methodName.substring(methodName.indexOf("is")+2);

return(map.get(name));

}

return null;

}

}

In that example, the first interface lines are simply for implementing the Person/Employee/Manager objects in the inheritance example above. The real magic occurs in the invoke method of the ViewProxy class.

The ViewProxy implements the java.lang.reflect.InvocationHandler interface, which is used by the java.lang.reflect.Proxy class to provide the actual proxy implementation. The view proxy provides a builder method, newProxyInstance(), which creates the java.lang.reflect.Proxy and ViewProxy objects necessary for the whole proxy implementation.

For that to work, you would write code such as:

HashMap identity = new HashMap();

IPerson person = (IPerson)ViewProxy.newInstance(identity, new Class[]

IPerson.class });

person.setName("Bob Jones");

You can then just as easily convert your identity to an employee:

IEmployee employee = (IEmployee)ViewProxy.newInstance(identity, new Class[]

{ IEmployee.class });

employee.setSSN("111-11-1111");

You can subsequently call IPerson methods on your IEmployee object:

System.out.println(employee.getName())

That would print the line:

Bob Jones

Obviously, the code needed to actually create the proxy instance isn't pretty, so it might be a good idea to use some sort of factory to create your actual objects (making the proxy creation transparent to the client code). By doing that, you can simply add or change interfaces as needed in future programming, without having to make changes to other code.

Let's make a little change to the ViewProxy class. There are cases in which I have an object that has some of the same methods of an interface but doesn't directly implement that interface. For example, I could have a concrete Person object, and I want to treat it as an IPerson interface. It just so happens that the Person class has all the methods of IPerson. So to convert the Person class to an IPerson interface, my new ViewProxy would look like this:

public class ViewProxy implements InvocationHandler

{

private Map map;

private Object obj;

public static Object newInstance(Map map, Object obj, Class[] interfaces)

{

return Proxy.newProxyInstance(map.getClass().getClassLoader(),

interfaces,

new ViewProxy(new map, obj));

}

public ViewProxy(Map map, Object obj)

{

this.map = map;

this.obj = obj;

}

public Object invoke(Object proxy, Method m, Object[] args) throws

Throwable

{

try {

return m.invoke(obj, args);

} catch (NoSuchMethodException e)

{ // ignore }

Object result;

String methodName = m.getName();

if (methodName.startsWith("get"))

{

String name = methodName.substring(methodName.indexOf("get")+3);

return map.get(name);

}

else if (methodName.startsWith("set"))

{

String name = methodName.substring(methodName.indexOf("set")+3);

map.put(name, args[0]);

return null;

}

else if (methodName.startsWith("is"))

{

String name = methodName.substring(methodName.indexOf("is")+2);

return(map.get(name));

}

return null;

}

}

In the modified code, I've added a try-catch block that tries to call the method on the underlying object that is passed in. If that fails, then you can switch over to the normal HashMap method. Now, if you want to convert a Person class to an IPerson class, you just need to write code like this:

Person person;

HashMap map;

IPerson ip = (IPerson)ViewProxy.newInstance(map,

person,

new Class[] { IPerson.class });

Now, you can treat the person like an IPerson object, and the underlying person is changed accordingly. Similarly, you can treat this Person class like an IEmployee object as well:

Person person;

HashMap map;

IEmployee ie = (IEmployee)ViewProxy.newInstance(map,

person,

new Class[]

IEmployee.class});

Now, whenever you call IPerson methods, the underlying person is changed. However, the IEmployee calls will be changed in the HashMap of your ViewProxy. A little dangerous, perhaps, but then again, so is me driving a bus.

## Authorization implementation

Access control is often hard to implement, especially when it is added after the code has already been written and running. I've had many sleepless nights because of access control problems. However, by using the dynamic proxy, you can easily implement access control.

Access control is usually discussed in terms of coarse-grained and fine-grained access control. For coarse-grained access control, you allow a certain level of access to a whole object or object group. Fine-grained access control is usually handled at the method or property level. For example, allowing read-only access to a file is an example of coarse-grained control. Allowing access to write to only certain lines of a file is an example of fine-grained control. A good access-control implementation allows both coarse-grained and fine-grained control. With the dynamic proxy, it is easy to implement both.

To implement coarse-grained control, it is simply a matter of having a read-only interface for the implementation:

public interface IpersonRO {

public String getName();

public String getAddress();

public String getPhoneNumber();

}

public interface IemployeeRO extends IPersonRO {

public String getSSN();

public String getDepartment();

public Float getSalary();

}

public interface IManagerRO extends IEmployeeRO {

public String getTitle();

public String[] getDepartments();

}

That can be limiting in that the client code has to specifically know that it is getting a read-only object. Perhaps a better way to handle that is through the InvocationHandler, which gives the developer the ability to grant or deny access by using the java.lang.security.acl package, and enables the implementation of fine-grained access control:

public class ViewProxy implements InvocationHandler

{

public static final Permission READ= new PermissionImpl("READ");

public static final Permission WRITE = new PermissionImpl("WRITE");

private Map map;

public static Object newInstance(Map map, Class[] interfaces)

{

return Proxy.newProxyInstance(map.getClass().getClassLoader(),

interfaces,

new ViewProxy(map));

}

public ViewProxy(Map map)

{

this.map = map;

}

public Object invoke(Object proxy, Method m, Object[] args) throws

Throwable

{

Object result;

String methodName = m.getName();

if (methodName.startsWith("get"))

{

if (!acl.checkPermission(p1, read)) return null;

String name = methodName.substring(methodName.indexOf("get")+3);

return map.get(name);

}

else if (methodName.startsWith("set"))

{

if (!acl.checkPermission(p1, write)) return null;

String name = methodName.substring(methodName.indexOf("set")+3);

map.put(name, args[0]);

return null;

}

else if (methodName.startsWith("is"))

{

if (!acl.checkPermission(p1, read)) return null;

String name = methodName.substring(methodName.indexOf("is")+2);

return(map.get(name));

}

return null;

}

}

## Conclusion

By using the Dynamic Proxy API introduced in Java 1.3, you're presented with a whole range of possibilities. Not only in the typical uses of a dynamic proxy, such as debugging code or writing event handlers for Swing, but also in the underlying principles of abstract data types and the ability to map a view onto another object.

There are many other uses for the dynamic proxy that I haven't touched in this article, such as virtual proxies, in which the actual class isn't loaded until it is needed. You could also use that in conjunction with a remote proxy, which disguises the fact that the object is located remotely across the network. Use your imagination, and the possibilities are endless.